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## Sorting

Insertion sort

## Selection sort

How do they work? Best, worst, average case runtime?

## Admin

## Compression assignment

Lab tomorrow

Selection sort
$34438 \quad 547 \quad 13626$
sorted unsorted

Divide the array into two parts: a sorted part on the left and an unsorted part on the right

Repeat:
$\square$ Find the smallest element in the unsorted part

- Swap it with the leftmost element of the unsorted array

The sorted array is now one element larger
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Insertion sort

$$
\begin{array}{l|l|l|l|l|l}
34438 & 547 & 13626
\end{array}
$$

Divide the array into two parts:
left part: left elements in sorted order
right part: right elements in unsorted order
Repeat:

- Look at the next element in the unsorted part
$\square$ Find the correct location in the sorted part (by sliding each item right one at a time)
The sorted array is now one element larger
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## Selection sort: overall runtime

Best case $=$ worst case $=$ averages case $=O\left(n^{2}\right)$

Divide the array into two parts: a sorted part on the left and an unsorted part on the right

Repeat:
$\square$ Find the smallest element in the unsorted part

- Swap it with the leftmost element of the unsorted array
- The sorted array is now one element larger
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Insertion sort
$\square$

> | 3 | 5 | 38 | 4447 | 13626 |
| :--- | :--- | :--- | :--- | :--- | :--- |

sorted unsorted

Divide the array into two parts:
left part: left elements in sorted order
right part: right elements in unsorted order

Repeat:
$\square$ Look at the next element in the unsorted part
$\square$ Find the correct location in the sorted part (by sliding each item right one at a time)

- The sorted array is now one element larger
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Insertion sort: Overall runtime
Best case: $\mathrm{O}(\mathrm{n})$, the array is already sorted
Worst case: $\mathrm{O}\left(\mathrm{n}^{2}\right)$, the array is reverse sorted (same sum as before)
Average case: $\mathrm{O}\left(\mathrm{n}^{2}\right)$, n iterations and still have to move $\mathrm{n} / 2$ entries on average
Divide the array into two parts:
left part: left elements in sorted order
right part: right elements in unsorted order
Repeat:
$\square$ Look at the next element in the unsorted part
$\square$ Find the correct location in the sorted part (by sliding each item right one at a time)
The sorted array is now one element larger
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Selection sort
Divide the array into two parts: a sorted part on the left and an
unsorted part on the right
Repeat:
$\square$ Find the smallest element in the unsorted part
$\square$ Swap it with the leftmost element of the unsorted array
The sorted array is now one element larger
Insertion sort
Divide the array into two parts:
left part: left elements in sorted order
right part: right elements in unsorted order stable?
Repeat:
Look at the next element in the unsorted part
Find the correct location in the sorted part (by sliding each item right
one at a time)
The sorted array is now one element larger
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## Sorting algorithm properties

## Stable sorting algorithms

If there are ties, the elements occur in their original order

## Excel demo!

```
Selection sort
    Divide the array into two parts: a sorted part on the left and an
    unsorted part on the right
    Repeat:
    Find the smallest element in the unsorted part
    \square Swap it with the leftmost element of the unsorted array
    T The sorted array is now one element larger
```

Insertion sort is stable
Divide the array into two parts:
left part: left elements in sorted order
right part: right elements in unsorted order
Repeat:
Look at the next element in the unsorted part
Find the correct location in the sorted part (by sliding each item right
one at a time)
- The sorted array is now one element larger

| Sorting algorithm properties |
| :--- |
| In-place sorting |
| Can be done without additional memory, i.e., another |
| array |
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Selection sort is in place
Divide the array into two parts: a sorted part on the left and an unsorted part on the right

Repeat:
$\square$ Find the smallest element in the unsorted part
$\square$ Swap it with the leftmost element of the unsorted array
The sorted array is now one element larger

## Insertion sort is in-place

Divide the array into two parts:
left part: left elements in sorted order
right part: right elements in unsorted order

Repeat:
Look at the next element in the unsorted part
Find the correct location in the sorted part (by sliding each item right one at a time)
The sorted array is now one element larger

```
Selection sort
    Divide the array into two parts: a sorted part on the left and an
    unsorted part on the right
    Repeat:
    \square Find the smallest element in the unsorted part
     Swap it with the leftmost element of the unsorted array
    The sorted array is now one element larger
```

    Insertion sort
        Divide the array into two parts:
        Are these in-place?
    left part: left elements in sorted order
    right part: right elements in unsorted order
    Repeat
        Look at the next element in the unsorted part
        Find the correct location in the sorted part (by sliding each item right
        Find at a time)
    one
- The sorted array is now one element larger
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Selection sort
Divide the array into two parts: a sorted part on the left and an
unsorted part on the right
Repeat:
$\square$ Find the smallest element in the unsorted part
$\square$ Swap it with the leftmost element of the unsorted array
$\square$ The sorted array is now one element larger

Insertion sort
Divide the array into two parts:
left part: left elements in sorted order right part: right elements in unsorted order

Repeat:
Look at the next element in the unsorted part
Find the correct location in the sorted part (by sliding each item righ one at a time)

- The sorted array is now one element larger
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## Comparable interface

https://docs.oracle.com/javase/8/docs/api/java/lang/Comparable.html
Interface Comparable<T>
int compareTo(T other)
$\square-1$ : this object is less than other (technically, any negative number)
$\square$ O: this object is equal to other
$\square$ 1: this object is greater than other (technically, any positive number)
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Which algorithm is this?
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## MergeSort

Divide the data in half

Call MergeSort on each half (resulting in two sorted halves)

Merge the two halves
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## Merge in code

```
public static <E extends Comparable<E>> E[] merge(E[] left, E[] right) {
        int size = left.length+right.length;
    int lIndex = 0
    int rIndex = 0;
    for(int i= 0; i < size; i++) {
            lindex >= left.length ) // done with left
                result[i] = right[rIndex];
            Index++;
            else if( rIndex >= right.length ) { // done with right
                result[i] = left[lIndex];
            else if( left[lIndex].compareTo(right[rIndex]) <= 0 ) {
                result[i] = left[lIndex]
                lIndex++;
            } else {
                Index++; right[rIndex]
            rIndex++;
    }
    } return result;
}
```
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| MergeSort |
| :--- |
| Divide the data in half |
| Call MergeSort on each half (resulting in two sorted <br> halves) |

Merge the two halves

If the two halves are sorted, does MergeSort work?
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| MergeSort |  |
| :---: | :---: |
| $m s(71426538)$ |  |
| 7142 | 6538 |
| split in half |  |
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