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## Search algorithms

add the start state to to_visit

Repeat
$\square$ take a state off the to_visit list

## Search algorithms

add the start state to to_visit

## Repeat

$\square$ take a state off the to_visit list
$\square$ if it's the goal state

- we're done!
$\square$ if it's not the goal state
- Add all of the next states to the to_visit list

Depth first search (DFS): to_visit is a stack
Breadth first search (BFS): to_visit is a queue
What order will BFS and DFS visit the states assuming
states are added to to_visit left to right?
add the start state to to_visit
Repeat
a take a state off the to_visit list
a if it's the goal state

- we're done!
if it's not the goal state
- Add all of the successive states to the to_visit list
Depth first search (DFS): to_visit is a stack
Breadth first search (BFS): to_visit is a queve
What order will BFS and DFS visit the states?
DFS: $1,4,3,8,7,6,9,2,5$
Why not $1,2,5$ ?

| Depth first search (DFS): to _visit is a stack |
| :--- |
| Breadth first search (BFS): to_visit is a queve |

What order will BFS and DFS visit the states?
What order will BFS and DFS visit the states?

DFS: $1,4,3,8,7,6,9,2,5$

Depth first search (DFS): to_visit is a stack


Breadth first search (BFS): to_visit is a queue


What order will BFS and DFS visit the states?

DFS: $1,4,3,8,7,6,9,2,5$
BFS: $1,2,3,4,5$


Depth first search (DFS): to_visit is a stack Breadth first search (BFS): to_visit is a queue

| Search variants implemented |  |
| :---: | :---: |
| add the start state to to_visit | ```def dfs(start_state): s = Stack() return search(start_state, s)``` |
| Repeat take a state off the to_visit list if it's the goal state <br> - we're done! if it's not the goal state <br> - Add all of the successive states to the to_visit list | ```def bfs(start_state): q = Queue() return search(start_state, q) def search(start_state, to_visit): to_visit.add(start_state) while not to_visit.is_empty(): current = to_visit.remove() if current.is_goal(): return current else: for s in current.next_states(): to_visit.add(s) return None``` |

What order would this variant visit the states?
def search (state):
if state.is_goal():
return state
else:
for s in state.next_states():
result $=$ search(s)
if result != None:
return result
return None
$1,2,5$

f search(start_state, to_visit): _
if it's not the goal state

- Add all of the successive states
while not to_visit.is_empty(): current = to_visit.remove()
if current.is_goal()
return current o_visit.add(s)
turn None


